
Guidelines on language data visualization 

During the development of the language page, we faced a number of difficulties in terms of language 
data visualization. The guidelines consider five of them: the representation of genealogy, areal distribution, 
domains of language usage, dynamics of language usage and phonetic data. Each subsection is structured 
according to the following scheme: theoretical problems, related tasks of visual representation and the 
technical implementation of this representation. 

1. Representation of genealogy 

Genealogical relationship is basic information that is usually given in the beginning of a language 
description in the form of a short note about a related language group and a family; it does not imply further 
enumeration of related languages belonging to the same group or other groups of the same family. Still, 
since our website targets a wide range of users, we find it crucial to provide a complete picture of the family 
tree for each language. 

We follow the theoretical paradigm developed in the Institute of Linguistics regarding the list of 
languages and genealogical relationships. For example, we consider that separate groups of the Altaic 
languages are genetically related and not just form a Sprachbund. Moreover, we keep track of the latest 
studies in this field and present a new division within the Uralic language family on our site. 

It is important for us to achieve the following goals: easy usage; adequate data display; visualization of 
the full genealogical picture (from dialect to family) with a possibility to narrow it down to specific 
segments. 

As a solution, we have chosen two interactive schemes that differ in the way of data visualization. The 
first scheme is a common representation of a language family as a genetic language tree (see Figure 1). 
Most trees have a lot of branches, so we provided an opportunity to collapse tree nodes to easily focus on 
a specific segment of the scheme. The collapsed nodes are coloured grey. To make the diagram clearer we 
coloured the nodes of the languages, groups of dialects and dialects in contrasting colours that distinguish 
them from the higher level nodes. The values of the colours are given in the diagram legend. 

 
 



 
Figure 1: A fragment of the Nakh-Daghestanian genealogical tree. The arrow points at the collapsed node 
that can be unfolded. 

 
The visualization is based on the D3 tree diagram. The data presented in the tree are pre-packaged in a 

json file. 
The default structure of the json file from D3 tree did not meet our goals, so we needed to expand the 

set of properties and values. Our json file specifies the following properties for the elements: child / parent 
elements and colors indicating that the elements belong to a language, a group of dialects, or a dialect. A 
snippet of such a file is given in Figure 2. 

 
 

 



Figure 2: A snippet of the json-file 
 
Figure 2 demonstrates the code of the json-file. In line 9, the node with the name "nakh" (in technical 

terminology, in this case, the attribute "name" with the value "nakh") has the parent node "nakh-
daghestanian" in line 6 and child nodes with the names "Ingush" and "Batsbi" in lines 21 and 22, 
respectively. The "status" attributes contain RGB HTML colour codes in their values. For example, 
"name":"Chechen","status":"#ff0000" means that the node "Chechen" has the color #ff0000, which means 
red. 

The code for parsing the json file also needed to be changed: the mechanism for parsing the json file 
and displaying it in the diagram was rewritten (see Figure 3). 

 
 

 
Figure 3: A sample code for parsing the json-file 

 
Figure 3 shows a fragment of parsing the json-file and building the diagram. For example, return 

d.status means getting the value of the status attribute (which stores the node colour), and return d.name - 
getting the value of name attribute (which stores the node name). 

The second scheme represents a language family as circles packed in one another (see Figure 4). The 
nested circles correspond to the levels of genealogical classification, and the intensity of the colour depends 
on the nesting depth. The lowest levels are marked in white. 
 



 
Figure 4: The Nakh-Daghestanian language family 

 
Technically, this scheme is implemented by using the js-library D3 Zoomable Circle Packing. The data 

are packed in a json file with the appropriate structure. Then, js parses the json file and builds a diagram. 
The advantage of this scheme is that it allows to see the whole family in one picture, to get the idea of 

its size and complexity. Nevertheless, for the moment the choice was made in favour of the tree model, 
because the default characteristics of the second scheme do not meet some of our goals. In particular, it is 
not possible to see the names of all languages at once. And what is even more important we cannot mark 
dialects, groups of dialects and languages with different colours (colours in this scheme are assigned 
automatically according to the nesting depth of a circle), and a suitable solution for this problem has not 
been found yet. The modification of this diagram in accordance with our tasks is the subject of further work. 

2. Representation of areal distribution 

An important part of language description is the representation of the areal distribution. There are two 
ways of displaying this area on the map: with polygons (we paint over the territory where the language is 
spoken) or with markers (we mark the settlements where the language is spoken). In the future, we intend 
to use both options: markers - for languages with a small number of local variants, polygons - for languages 
with a large number of local variants. Since we started with languages with a small number of local variants, 
at the moment the second option with some modifications is represented on the language page.  

We saw our task here in the following: visualization of distribution of the local variants in the 
settlements; easy usage; adequate, but at the same time compact display of the data. 

To achieve these goals we developed an interactive map where the settlements are marked according to 
the local variants of the language that are spoken there (see Figure 5). Each dialect gets its colour (see two 
blue markers at the top of the map for Bezhta Proper dialect in Figure 5). The values of the colours are 
given in the legend under the map. For settlements where more than one dialect is spoken a special 
multicoloured marker was introduced (see the marker on the right side of Figure 5). When a marker is 
clicked, a list of dialects appears in a pop-up window (see Figure 6). When zoomed out, several points on 
the map are combined into one cluster marked with a number that indicates the amount of settlements within 
the radius of this cluster (see the green marker in the center of Figure 5). This makes the presentation of the 
data more compact. 



Figure 5: A fragment of the territory where Bezhta is spoken 
 
 

 
Figure 6: A window with a list of dialects that pops up when you click on a special multicoloured marker 
of a settlement  

 
The data are represented on the map using the leaflet JavaScript library. Leaflet is a library that has 

proved its capability in a large number of resources. It provides great opportunities for working with 
geodata. Leaflet enables one to operate with any type of data (markers, polygons, lines), to use any 
substrates (OpenStreetMap, Yandex, GMap, etc.), and to customize the appearance of the markers and 
polygons displayed on the map according to one's needs. Leaflet can be extended with plugins, for example, 
for clustering data or for attaching json files with a database. Unlike Mapbox (a paid platform for working 
with GIS), there are no traffic restrictions. 

The geographical coordinates of the settlements are pre-packed in an array with the following properties: 
settlement name, dialect, and dialect code (see Figure 7). Then the array is output to the map with marker 
clustering. 

 
 



 
Figure 7: A code snippet with the data array 

 
 
The array elements correspond to the following model: [{latitude Coordinate}, {longitude Coordinate}, 

{pop-up window content}, {dialect number (more than one dialect is indicated by the letter m)}]. 
Figure 8 shows a fragment of the data output to the map with comments on some functions. 
 
 

 
Figure 8: A code snippet of the data output to the map 

3. Representation of the domains of language usage 

An important component of the sociolinguistic description of a language is a list of domains in which it 
functions. Thus, the volume and nature of the language use in these domains allow one to judge the vitality 
of the language. A list of 16 core domains was compiled, starting with family communication and education 
and up to the language use on the Internet. 

When choosing a method for representing the domains, the following tasks were primarily solved: 
visualization of a complete picture of the domains within a single user screen; convenience and speed of 
obtaining the information. 

This has been achieved by drawing up an interactive table of sixteen cells (see Figure 9), corresponding 
to the domains of the language usage. For ease of viewing and perception, the table is structured as follows: 
the cells of the table contain the titles of the domains, and it is noted whether the language is used in this 
domain or not (see the “empty or filled circle” marker in the lower right corner of each cell in Figure 9). 
When clicking on a cell, a pop-up window opens with expanded information about the peculiarities of the 
language use in this domain (see Figure 10). 

 
 



Figure 9: Domains of language usage in Bezhta 

Figure 10: A pop-up window describes the use of Bezhta in religion 
 



The "Domains of language usage" section is marked with HTML tags in accordance with the intended 
structure (see Figure 11). The CSS style is responsible for the graphic design (see Figure 12). JavaScript 
provides a mechanism for opening and collapsing a pop-up window. 

 
 

Figure 11: A snippet of the code markup 
 

As you can see in Figure 11, the h4 element in the class attribute has the value is-info, which means that 
the language is used in this area. Otherwise, the class attribute is set to no-info. 

 
 



 
Figure 12: A sample snippet of the CSS-style for the table 

 
Figure 12 shows some properties for the elements of the readmore-header class. For example, the 

background property is set to #ededed, which means that the blocks of the readmore-header class have a 
gray background. The hover pseudo-class is responsible for the style that is applied when the mouse pointer 
hovers over a table cell. 

4. Representation of the dynamics of language usage  

For our internet resource dedicated to minority languages, it turns out to be critical to track the change 
in the size of the ethnic group and the number of speakers over time in the case of each particular language. 
This section of the language page currently accumulates the data from the population censuses of various 
years, and in the future, we hope to represent the data from local administrations and researchers' estimates. 

Thus, the main task was to visualize the general picture of dynamics, which allows tracking the change 
of various quantitative indicators in time. 

To solve this problem, an interactive diagram was developed. It displays the change in the size of the 
ethnic group, the number of group members who consider the ethnic language of the group to be their 
mother tongue, and the number of those who reported proficiency in this language (see Figure 13). 

 
 



Figure 13: Dynamics of the Bezhta language usage 
 
A simple charting tool - datawrapper.de - was used. To submit the data, one just needs to register on the 

site datawrapper.de, to select the desired widget, to enter the data in a specific format (the format depends 
on the selected template, see Figures 14-15). Then one gets the embed code of the widget (see Figure 16) 
and inserts it on the site. 

 
 

Figure 14: An example of the data entry 
 
 



Figure 15: An example of the data entry 
 
 

 
Figure 16: The output embed-code 

 
One can also customize the appearance of the chart using the built-in tools. For example, it is possible 

to change the colours (see Figure 17), fonts, sizes, and the contents of the text fields. 
 
 

 
Figure 17: An example of the control colour chart 

5. Representation of phonetic data 

‘Phonetic data’ usually refers to an array of systems, describing both acoustic/articulatory phenomena 
and phonology.  

A coordinate plane, which is determined by the first and the second formants, or a trapezoid vowel 
diagram are often used for representation of a sound system of vowels. However, for phonological vowel 
systems a table structure is more relevant, as it enables to describe several differential features apart from 
height and backness. As for consonant sound systems, they are traditionally provided in tables: it is possible 
to draw a line between different types of features without data loss in this case. 



Language description implies a phonology description and a presentation of its sound manifestations. 
Our goal is to combine the acoustic and the articulatory features with the phonological representation in 
order to make our description compact and easy to analyze without special work with audio data.  

We primarily aimed at a united representation of phonetics and phonology, alongside with user-
friendliness, objectivity and descriptive representativeness. 

 As a solution, we have constructed graphic representations for vocalism (see Figure 18) and 
consonantism (see Figure 19) that reflect a phonological system with its correct sound manifestations. Each 
sound is transcribed according to the IPA1, and the whole classification is synchronized with Russian terms. 
An optimal representation of the structure within universal consonant and vowel tables has been elaborated, 
in order to facilitate the comparison of languages. 

 
 

 
Figure 18: Votic vowel system 

 
 

 
1This resource is available at: https://www.internationalphoneticassociation.org/content/full-ipa-chart. 



Figure 19: Forest Enets consonant system 
 
The representation of vocalism is based on filling out an initial matrix with height values in strings and 

backness values in columns. We provided about two or three slots for each traditional element of 
classification (height/backness), as the same phoneme in the classification may display different spectrum 
in various languages. This solution is crucial both for language comparison and for the reflection of 
phonological processes. 

In addition to height and backness, there are secondary articulations significant for phonology: vowel 
length, labialization, nasalization and pharyngealization. For each characteristic there exists an additional 
string or a column, which tentatively accounts for the articulation manner and its impact on the spectrum. 
Thus, pharyngealized vowels are placed in columns to the right of the unpharyngealized ones, and nasal 
vowels are placed in strings below the non-nasal ones. The length of the vowel is marked when it is relevant: 
long vowels take place closer to the cardinal locus than their short pairs. The recited secondary articulations 
are marked by diacritics, while labial vowels have their own symbols in the IPA. Traditionally labials are 
placed to the right of their illabial pairs. 

If the language’s vowel system lacks nasalization/pharyngealization/length, the corresponding table 
cells are removed from the initial matrix. Primary strings and columns (based on height and backness) are 
preserved, empty cells are visualized as an empty space. It is necessary to distinguish the phonologically 
similar vowels with different acoustic features in different languages. Then a trapezoid is superimposed on 
the table: phonemes with the same height value adjoin to its horizontal contours, while phonemes with the 
same backness value adjoin to its vertical contours, so that each line corresponds to phonologically 
meaningful height/backness. 

The visual representation of vocalism is created by means of HTML markup stylized in a certain way, 
and a graphic figure (trapezoid) superimposed on this markup (see Figures 20-21). Technically, this is 
arranged as follows: an HTML container is created, and two more containers (layers) are created inside it. 
The first container includes the marked up data (characters), and the second container includes an image 
with a graphic figure. Then, using CSS, the characters are given an exact position towards the upper-left 
edge of the container, so that they reach the desired positions towards the superimposed graphics. 

 
 



 
Figure 20: CSS style positioning of the elements (vocalism) 

 
 

 
Figure 21: A fragment of the HTML-structure (vocalism) 

 
The universal table of consonants is defined by the place and manner of articulation as columns and 

strings respectively. Secondary articulations refer to the place of articulation. In particular, labialization or 
pharyngealization splits each column into additional subcolumns. Labialized consonants are placed to the 
left of the neutral column, while pharingalized ones are placed to the right of it. Palatalization is described 
as follows: subcolumns are usually added to the right of the initial column in case of labial and coronal 
consonants, while in case of dorsal consonants they are added to the left. Abruptives are put in substrings 
below each string for pulmonic consonants. The last splitting of columns is done according to the state of 
the vocal fold (4 subcolumns: voicelessness, aspiration, glottalization and voicing). This level of 
organization has colour marking. 

After the initial universal table is filled out, strings and columns with empty cells are removed from it. 
Therefore, we end up with a compact table describing the consonant sound and phonological system of a 
given language. 

The visual representation of consonantism is created via HTML markup and table layout applying the 
CSS styles (see Figures 22-23). In particular, the CSS is used to detect voicelessness, aspiration, 
glottalization, and voicing, according to the specified classes in the HTML structure. 

 
 

 
Figure 22: A fragment of the CSS style (consonantism)  

 
 



 
Figure 23: A fragment of the HTML-structure (consonantism) 


